![Internet outline](data:image/png;base64,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)

CODE – AND – LOGIC

DB – ACCESS

DATA – PROCESS

Etc………..

URL

Views

Views

URL

What is view? ----

A view function, or view for short, is a Python function that takes a web request and returns a web response.

This response can be the HTML contents of a web page, or a redirect, or a 404 error, or an XML document,

or an image . . . or anything, really. The view itself contains whatever arbitrary logic is necessary to return

that response. This code can live anywhere you want, as long as it’s on your Python path. There’s no other

requirement–no “magic,” so to speak. For the sake of putting the code somewhere, the convention is to put

views in a file called views.py, placed in your project or application directory.

A simple view

Here’s a view that returns the current date and time, as an HTML document:

from django.http import HttpResponse

import datetime

def current\_datetime(request):

now = datetime.datetime.now()

html = "<html><body>It is now %s.</body></html>" % now

return HttpResponse(html)

Let’s step through this code one line at a time:

• First, we import the class HttpResponse from the django.http module, along with Python’s datetime

library.

• Next, we define a function called current\_datetime. This is the view function. Each view function

takes an HttpRequest object as its first parameter, which is typically named request.

Note that the name of the view function doesn’t matter; it doesn’t have to be named in a certain way

in order for Django to recognize it. We’re calling it current\_datetime here, because that name clearly

indicates what it does.

• The view returns an HttpResponse object that contains the generated response. Each view function is

responsible for returning an HttpResponse object. (There are exceptions, but we’ll get to those later.)

Django’s Time Zone

Django includes a TIME\_ZONE setting those defaults to America/Chicago. This probably isn’t where you live,

so, you might want to change it in your settings file.

Mapping URLs to views

So, to recap, this view function returns an HTML page that includes the current date and time. To display

this view at a particular URL, you’ll need to create a URLconf;

Returning errors ---

Django provides help for returning HTTP error codes. There are subclasses of HttpResponse for a number

of common HTTP status codes other than 200 (which means “OK”). You can find the full list of available

subclasses in the request/response documentation. Return an instance of one of those subclasses instead of a

normal HttpResponse in order to signify an error. For example:

from django.http import HttpResponse, HttpResponseNotFound

def my\_view(request):

# ...

if foo:

return HttpResponseNotFound("<h1>Page not found</h1>")

else:

return HttpResponse("<h1>Page was found</h1>")

There isn’t a specialized subclass for every possible HTTP response code, since many of them aren’t going to

be that common. However, as documented in the HttpResponse documentation, you can also pass the HTTP

status code into the constructor for HttpResponse to create a return class for any status code you like. For

example:

from django.http import HttpResponse

def my\_view(request):

# ...

# Return a "created" (201) response code.

return HttpResponse(status=201)Because 404 errors are by far the most common HTTP error, there’s an easier way to handle those errors.

## The Http404 exception ---

class django.http.Http404

When you return an error such as HttpResponseNotFound, you’re responsible for defining the HTML of the resulting error page:

return HttpResponseNotFound("<h1>Page not found</h1>")

For convenience, and because it’s a good idea to have a consistent 404 error page across your site, Django provides an Http404 exception. If you raise Http404 at any point in a view function, Django will catch it and

return the standard error page for your application, along with an HTTP error code 404.

Example usage:

from django.http import Http404

from django.shortcuts import render

from polls.models import Poll

def detail(request, poll\_id):

try:

p = Poll.objects.get(pk=poll\_id)

except Poll.DoesNotExist:

raise Http404("Poll does not exist")

return render(request, "polls/detail.html", {"poll": p})

In order to show customized HTML when Django returns a 404, you can create an HTML template named

404.html and place it in the top level of your template tree. This template will then be served when DEBUG

is set to False.

When DEBUG is True, you can provide a message to Http404 and it will appear in the standard 404 debug

template. Use these messages for debugging purposes; they generally aren’t suitable for use in a production

404 templates.

# Customizing error views --

The default error views in Django should suffice for most web applications, but can easily be overridden if

you need any custom behavior. Specify the handlers as seen below in your URLconf (setting them anywhere

else will have no effect).

The page\_not\_found() view is overridden by handler404:

handler404 = "mysite.views.my\_custom\_page\_not\_found\_view"

The server\_error() view is overridden by handler500:handler500 = "mysite.views.my\_custom\_error\_view"

The permission\_denied() view is overridden by handler403:

handler403 = "mysite.views.my\_custom\_permission\_denied\_view"

The bad\_request() view is overridden by handler400:

handler400 = "mysite.views.my\_custom\_bad\_request\_view"

Testing custom error views --

To test the response of a custom error handler, raise the appropriate exception in a test view. For example:

from django.core.exceptions import PermissionDenied

from django.http import HttpResponse

from django.test import SimpleTestCase, override\_settings

from django.urls import path

def response\_error\_handler(request, exception=None):

return HttpResponse("Error handler content", status=403)

def permission\_denied\_view(request):

raise PermissionDenied

urlpatterns = [

path("403/", permission\_denied\_view),

]

handler403 = response\_error\_handler

# ROOT\_URLCONF must specify the module that contains handler403 = ...

@override\_settings(ROOT\_URLCONF=\_\_name\_\_)

class CustomErrorHandlerTests(SimpleTestCase):

def test\_handler\_renders\_template\_response(self):

response = self.client.get("/403/") # Make assertions on the response here. For example:

self.assertContains(response, "Error handler content", status\_code=403)

Async views --

As well as being synchronous functions, views can also be asynchronous (“async”) functions, normally defined using Python’s async def syntax. Django will automatically detect these and run them in an async

context. However, you will need to use an async server based on ASGI to get their performance benefits.

Here’s an example of an async view:

import datetime

from django.http import HttpResponse

async def current\_datetime(request):

now = datetime.datetime.now()

html = "<html><body>It is now %s.</body></html>" % now

return HttpResponse(html)

---------------------- END ----------------------------------